**BUILDING A SALES PREDICTION WEB APP WITH STREAMLIT**

In today's data-driven world, businesses are increasingly relying on machine learning models to make predictions and gain insights. Sales prediction is one such application that can help businesses optimize their operations and make informed decisions. In this article, we'll explore how to create a Sales Prediction Web App using Streamlit, a popular Python framework for building interactive web applications. We'll walk through the code step by step and explain the key components of the application.

**Introduction**

Streamlit is an open-source Python library that allows developers to create web applications with minimal effort. It's well-suited for building data-driven applications, and it's beginner-friendly. In this tutorial, we'll use Streamlit to create a web app that predicts sales based on various input parameters.

**Prerequisites**

Before we dive into building the app, you'll need to have the following prerequisites:

1. **Python**: Make sure you have Python installed on your system. You can download it from the [official Python website](https://www.python.org/downloads/).
2. **Streamlit**: Install Streamlit using pip, the Python package manager:

![](data:image/png;base64,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)

**Getting Started**

Let's start by importing the necessary libraries and packages and loading the Machine Learning (ML) toolkit. The ML toolkit contains preprocessing components like encoders and scalers.

# ----- Load base libraries and packages

import streamlit as st

import numpy as np

import pandas as pd

import re

import os

from PIL import Image

import base64

import pickle

from sklearn.ensemble import RandomForestClassifier

# Function to load ML toolkit

def load\_ml\_toolkit(file\_path=r"streamlit\_toolkit"):

    with open(file\_path, "rb") as file:

        loaded\_toolkit = pickle.load(file)

    return loaded\_toolkit

# Importing the toolkit

loaded\_toolkit = load\_ml\_toolkit(r"streamlit\_toolkit")

encoder = loaded\_toolkit["encoder"]

scaler = loaded\_toolkit["scaler"]

# Load the saved Random Forest model from a file

with open('random\_forest\_model.pkl', 'rb') as model\_file:

    loaded\_rf\_model = pickle.load(model\_file)

In this code snippet, we import essential Python libraries, load the ML toolkit (encoder and scaler), and load a pre-trained Random Forest model for sales prediction.

**Setting up the Streamlit App**

Now, let's set up the Streamlit app and define the user interface. We'll create input fields for users to provide data and display an image to make the app visually appealing.

# Set up the Streamlit app

st.title("Sales Prediction App")

st.write("This app uses machine learning to predict sales based on certain input parameters. Enter the details below and click 'Predict' to get a sales prediction!")

# Load and display an image

image = Image.open("grocery\_shopping\_woman.png")

st.image(image, width=600)

In this section, we set the app title and provide a brief description. We also load and display an image to enhance the user experience.

**Collecting User Input**

Next, we create input fields for users to enter data. We have both categorical and numerical input fields.

# Create input fields

input\_data = {}

st.subheader("Enter the details to predict sales")

# Define categorical and numerical columns

categorical\_columns = ['products', 'state', 'store\_type', 'end\_month']

numerical\_columns = ['store\_nbr', 'onpromotion', 'cluster', 'oil\_price', 'year', 'month', 'dayofmonth', 'dayofweek']

# Create two columns for input fields

col1, col2 = st.columns(2)

# Input fields for categorical columns

with col1:

    input\_data['products'] = st.selectbox("Product Category", ['AUTOMOTIVE', 'CLEANING', 'BEAUTY', 'FOODS', 'STATIONERY', 'CELEBRATION', 'GROCERY', 'HARDWARE', 'HOME', 'LADIESWEAR', 'LAWN AND GARDEN', 'CLOTHING', 'LIQUOR,WINE,BEER', 'PET SUPPLIES'])

    input\_data['state'] = st.selectbox("State", ['Pichincha', 'Cotopaxi', 'Chimborazo', 'Imbabura', 'Santo Domingo de los Tsachilas', 'Bolivar', 'Pastaza', 'Tungurahua', 'Guayas', 'Santa Elena', 'Los Rios', 'Azuay', 'Loja', 'El Oro', 'Esmeraldas', 'Manabi'])

    input\_data['store\_type'] = st.selectbox("Store Type", ['D', 'C', 'B', 'E', 'A'])

    input\_data['end\_month'] = st.radio("Is it the end of the month?", ['True', 'False'])

# Input fields for numerical columns

with col2:

    input\_data['store\_nbr'] = st.slider("Store Number", 0, 54)

    input\_data['onpromotion'] = st.number\_input("On Promotion", step=1)

    input\_data['cluster'] = st.number\_input("Cluster", step=1)

    input\_data['oil\_price'] = st.number\_input("oil\_price", step=1)

    input\_data['year'] = st.number\_input("Year", step=1)

    input\_data['month'] = st.slider("Month", 1, 12)

    input\_data['dayofmonth'] = st.slider("Day", 1, 31)

    input\_data['dayofweek'] = st.number\_input("Day of Week (0=Sun, 1=Mon, ..., 6=Sat)", step=1)

In this section, we collect user input for various parameters such as product category, state, store type, and more. Categorical inputs are handled using select boxes and radio buttons, while numerical inputs are handled with sliders and number input fields.

**Making Predictions**

Now, it's time to use the user-provided data to make sales predictions. We apply the necessary preprocessing steps and feed the data into the pre-trained machine learning model.

# Create a button to make a prediction

if st.button("Predict", help="Click to make a prediction."):

    # Convert the input data to a pandas DataFrame

    input\_df = pd.DataFrame([input\_data])

    # Apply the imputers to categorical and numerical columns

    input\_df\_imputed\_cat = pd.DataFrame(encoder.transform(input\_df[categorical\_columns]).toarray(), columns=encoder.get\_feature\_names(categorical\_columns))

    input\_df\_imputed\_num = pd.DataFrame(scaler.transform(input\_df[numerical\_columns]), columns=numerical\_columns)

    # Make a prediction

    final\_df = pd.concat([input\_df\_imputed\_cat, input\_df\_imputed\_num], axis=1)

    prediction = loaded\_rf\_model.predict(final\_df)[0]

    # Display the prediction

    st.write(f"The predicted sales are: {prediction}.")

    # Save the input data to a CSV file

    input\_df.to\_csv("data.csv", index=False)

In this section, when the user clicks the "Predict" button, we collect the input data, apply the necessary preprocessing steps (including imputation and scaling), and make a sales prediction using the pre-trained Random Forest model. The prediction is displayed to the user, and the input data is saved to a CSV file for reference.

**Adding Custom Styling**

To enhance the presentation of the app, we can add custom CSS to style the table and create a download button for the CSV file.

# Define custom CSS for the table

css = """

table {

    background-color: #f2f2f2;

    color: #333333;

}

"""

# Set custom CSS for the table

st.write(f'<style>{css}</style>', unsafe\_allow\_html=True)

# Add a download button for the CSV file

def download\_csv():

    with open("data.csv", "r") as f:

        csv = f.read()

    b64 = base64.b64encode(csv.encode()).decode()

    button = f'<button class="download-button"><a href="data:file/csv;base64,{b64}" download="data.csv">Download Data CSV</a></button>'

    return button

st.markdown(f'<div style="text-align: center">{download\_csv()}</div>', unsafe\_allow\_html=True)

In this final section, we define custom CSS to style the table, making it visually appealing, and create a download button for the CSV file that allows users to download the input data for further analysis.

**Running the App**

To run the Streamlit app, open your command prompt or terminal, navigate to the directory where your **app.py** file is located, and execute the following command:
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You will see a local web server start, and the app will open in your web browser. Users can interact with the app, input data, and receive sales predictions.

In this article, we've covered the essential steps to create a Sales Prediction Web App using Streamlit. You can further enhance the app's functionality, style, and features to meet your specific needs. Streamlit offers a wide range of customization options and extensions to make your web app even more powerful. Happy coding!

**Appreciation**

I highly recommend Azubi Africa for their comprehensive and effective programs. Read More articles about [Azubi Africa here](https://medium.com/@azubiafrica) and take a few minutes to visit this link to learn more about Azubi Africa life changing [programs](https://bit.ly/41CGCwK)

**Tags**

[Azubi Data Science](https://www.azubiafrica.org/data-analytics)

**Links**

[Jupyter Notebook](https://github.com/theeanalyst/streamlitapp/blob/main/T-Series_analysis.ipynb)

[GitHub](https://github.com/theeanalyst/streamlitapp)